**SANJAY\_M – CSE – DSA – PRACTICE – 2**

**Q1**. **Kth smallest element**

Given an array **arr[]**of **N** distinct elements and a number **K,** where **K** is smaller than the size of the array. Find the **K’th** smallest element in the given array.

**Input**: arr[] = {7, 10, 4, 3, 20, 15}, K = 3

**Output**: 7

**Input**: arr[] = {7, 10, 4, 3, 20, 15}, K = 4

**Output**: 10

CODE:

import java.util.Arrays;

import java.util.Collections;

class kthsmallest{

public static int kthSmallest(Integer[] arr, int K)

{

Arrays.sort(arr);

return arr[K - 1];

}

public static void main(String[] args)

{

Integer arr[] = new Integer[] { 7, 10, 4, 3, 20, 15};

int K = 3;

System.out.print("K'th smallest element is "

+ kthSmallest(arr, K));

}

}

OUTPUT:
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Time Complexity: O(n log n)

**Q2. Minimize the heights 2**

Given an array arr[] denoting heights of N towers and a positive integer K.

For each tower, you must perform exactly one of the following operations exactly once.

* Increase the height of the tower by K
* Decrease the height of the tower by K

Find out the minimum possible difference between the height of the shortest and tallest towers after you have modified each tower.   
Note: It is compulsory to increase or decrease the height by K for each tower. After the operation, the resultant array should not contain any negative integers.

Input: k = 2, arr[] = {1, 5, 8, 10}

Output: 5

Explanation: The array can be modified as {1+k, 5-k, 8-k, 10-k} = {3, 3, 6, 8}.The difference between the largest and the smallest is 8-3 = 5.

Input: k = 3, arr[] = {3, 9, 12, 16, 20}

Output: 11

Explanation: The array can be modified as {3+k, 9+k, 12-k, 16-k, 20-k} -> {6, 12, 9, 13, 17}.The difference between the largest and the smallest is 17-6 = 11.

CODE:

import java.util.Arrays;

class mindiff {

int getMinDiff(int[] arr, int k) {

int n = arr.length;

if (n == 1) {

return 0;

}

Arrays.sort(arr);

int ans = arr[n - 1] - arr[0];

int min = arr[0] + k;

int max = arr[n - 1] - k;

for (int i = 0; i < n - 1; i++) {

int min\_ele = Math.min(min, arr[i + 1] - k);

int max\_ele = Math.max(max, arr[i] + k);

if (min\_ele < 0)

continue;

ans = Math.min(ans, max\_ele - min\_ele);

}

return ans;

}

public static void main(String[] args) {

mindiff md = new mindiff();

int[] arr = {1, 5, 8, 10};

int k = 2;

int result = md.getMinDiff(arr, k);

System.out.println("The minimum difference is: " + result);

}

}

OUTPUT:
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Time Complexity: O(n log n)

**Q3. Paranthesis checker**

You are given a string **s** representing an expression containing various types of brackets: {}, (), and []. Your task is to determine whether the brackets in the expression are balanced. A balanced expression is one where every opening bracket has a corresponding closing bracket in the correct order.

**Input**: s = "{([])}"

**Output**: true

**Explanation**:   
- In this expression, every opening bracket has a corresponding closing bracket.  
- The first bracket { is closed by }, the second opening bracket ( is closed by ), and the third opening bracket [ is closed by ].  
- As all brackets are properly paired and closed in the correct order, the expression is considered balanced.

**Input**: s = "()"

**Output**: true

**Explanation**:   
- This expression contains only one type of bracket, the parentheses ( and ).  
- The opening bracket ( is matched with its corresponding closing bracket ).  
- Since they form a complete pair, the expression is balanced.

CODE:

import java.util.\*;

class paranthesischecker {

static boolean isParenthesisBalanced(String s) {

Map<Character, Character> matching = new HashMap<>();

matching.put('(', ')');

matching.put('[', ']');

matching.put('{', '}');

Stack<Character> stack = new Stack<>();

for (char c : s.toCharArray()) {

if (matching.containsKey(c)) {

stack.push(c);

} else {

if (stack.empty()) {

return false;

}

char previousOpening = stack.pop();

if (matching.get(previousOpening) != c) {

return false;

}

}

}

return stack.empty();

}

public static void main(String[] args) {

String s = "{[()]}";

boolean result = isParenthesisBalanced(s);

System.out.println(result);

}

}

OUTPUT:
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Time Complexity: O(n)

**Q4. Equilibrium point**

Given an array**arr**of non-negative numbers. The task is to find the first **equilibrium point** in an array. The equilibrium point in an array is an index (or position) such that the sum of all elements beforethat index is the same as the sumof elements afterit.

**Note:** Return equilibrium point in 1-based indexing. Return -1 if no such point exists.

**Input:** arr[] = [1, 3, 5, 2, 2]

**Output:** 3

**Explanation:** The equilibrium point is at position 3 as the sum of elements before it (1+3) = sum of elements after it (2+2).

**Input:** arr[] = [1]

**Output:** 1

**Explanation:** Since there's only one element hence it's only the equilibrium point.

CODE:

class equilibriumpoint {

public static int equilibriumPoint(int arr[]) {

int rsum = 0;

for (int i : arr) rsum += i;

int lsum = 0;

for (int i = 0; i < arr.length; i++) {

if (lsum == (rsum - lsum - arr[i])) return i + 1;

lsum += arr[i];

}

return -1;

}

public static void main(String[] args) {

int[] arr = {1, 3, 5, 2, 2};

int result = equilibriumPoint(arr);

System.out.println(result);

}

}

OUTPUT:

![](data:image/png;base64,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)

Time Complexity: O(n)

**Q5. Binary Search**

Given an array of integers nums which is sorted in ascending order, and an integer target, write a function to search target in nums. If target exists, then return its index. Otherwise, return -1.

Input: nums = [-1,0,3,5,9,12], target = 9

Output: 4

Explanation: 9 exists in nums and its index is 4

Input: nums = [-1,0,3,5,9,12], target = 2

Output: -1

Explanation: 2 does not exist in nums so return -1

CODE:

class binarysearch {

public int search(int[] nums, int target) {

int start = 0;

int end = nums.length - 1;

while (start <= end) {

int mid = (start + end) / 2;

if (nums[mid] == target) {

return mid;

} else if (nums[mid] > target) {

end = mid - 1;

} else {

start = mid + 1;

}

}

return -1;

}

public static void main(String[] args) {

binarysearch bs = new binarysearch();

int[] nums = {-1,0,3,5,9,12};

int target = 9;

int result = bs.search(nums, target);

System.out.println(result);

}

}

OUTPUT:

![](data:image/png;base64,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)

Time Complexity: O(log n)

**Q6. Next greater element**

Given an array arr[ ] of integers, the task is to find the next greater element for each element of the array in order of their appearance in the array. Next greater element of an element in the array is the nearest element on the right which is greater than the current element.

If there does not exist next greater of current element, then next greater element for current element is -1. For example, next greater of the last element is always -1.

Input: arr[] = [1, 3, 2, 4]

Output: [3, 4, 4, -1]

Explanation: The next larger element to 1 is 3, 3 is 4, 2 is 4 and for 4, since it doesn't exist, it is -1.

Input: arr[] = [6, 8, 0, 1, 3]

Output: [8, -1, 1, 3, -1]

Explanation: The next larger element to 6 is 8, for 8 there is no larger elements hence it is -1, for 0 it is 1, for 1 it is 3 and then for 3 there is no larger element on right and hence -1.

CODE:

import java.util.ArrayList;

class nextlarger {

public ArrayList<Integer> nextLargerElement(int[] arr) {

int n = arr.length;

ArrayList<Integer> list = new ArrayList<>(n);

for (int i = 0; i < n; i++) {

list.add(-1);

}

for (int i = 0; i < n; i++) {

for (int j = i + 1; j < n; j++) {

if (arr[j] > arr[i]) {

list.set(i, arr[j]);

break;

}

}

}

return list;

}

public static void main(String[] args) {

nextlarger nl = new nextlarger();

int[] arr = {1, 3, 2, 4};

ArrayList<Integer> result = nl.nextLargerElement(arr);

System.out.println(result);

}

}

OUTPUT:
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Time Complexity: O(n^2)

**Q7. Union of 2 arrays with duplicate elements**

Given two arrays a[] and b[], the task is to find the number of elements in the union between these two arrays.The Union of the two arrays can be defined as the set containing distinct elements from both arrays. If there are repetitions, then only one element occurrence should be there in the union.

Note: Elements are not necessarily distinct.

Input: a[] = [1, 2, 3, 4, 5], b[] = [1, 2, 3]

Output: 5

Explanation: 1, 2, 3, 4 and 5 are the elements which comes in the union setof both arrays. So count is 5.

Input: a[] = [85, 25, 1, 32, 54, 6], b[] = [85, 2]

Output: 7

Explanation: 85, 25, 1, 32, 54, 6, and 2 are the elements which comes in the union set of both arrays. So count is 7.

CODE:

class Union {

public static int findUnion(int a[], int b[]) {

Set<Integer> set = new HashSet<>();

for (int i = 0; i < a.length; i++) set.add(a[i]);

for (int i = 0; i < b.length; i++) set.add(b[i]);

return set.size();

}

public static void main(String[] args) {

int[] a = {1, 2, 3, 4, 5};

int[] b = {1, 2, 3};

int result = findUnion(a, b);

System.out.println(result);

}

}

OUTPUT:
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Time Complexity: O(n+m)